Assignment 4

Aim:- The aim of this assignment is to explore Naïve Bayes and its application in classification.

Theory:- Naïve Bayes is a supervised learning algorithm used for classification. It works by calculating the probability of each class given a set of input features. The algorithm assumes that the input features are independent of each other, which is known as the "naive" assumption. Naïve Bayes is known for its simplicity and speed, making it a popular choice for text classification tasks.

The key concepts covered in this assignment would include:

* Understanding the different types of Naïve Bayes algorithms, such as Gaussian Naïve Bayes and Multinomial Naïve Bayes.
* Learning how to measure the performance of a Naïve Bayes model using metrics like accuracy and precision.
* Understanding how to handle missing values and skewed data when using Naïve Bayes.

Case study:- The dataset considered is named ‘data’. It has 569 rows and 33 columns. It contains data regarding the texture, area, radius and perimeter of cancer detected in a patient.

*#Importing the required libraries*

**import** numpy **as** np

**import** pandas **as** pd

**import** matplotlib.pyplot **as** plt

**import** seaborn **as** sns

%matplotlib inline

data = pd.read\_csv('data.csv') data.shape

(569, 33)

data.head()

id diagnosis radius\_mean texture\_mean perimeter\_mean area\_mean \

0 842302 M 17.99 10.38 122.80

1001.0

|  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- |
| 1 | 842517 | M | 20.57 | 17.77 | 132.90 |
| 1326.0 | |  |  |  |  |
| 2 84300903 | | M | 19.69 | 21.25 | 130.00 |
| 1203.0 | |  |  |  |  |
| 3 84348301 | | M | 11.42 | 20.38 | 77.58 |
| 386.1 | |  |  |  |  |
| 4 84358402 | | M | 20.29 | 14.34 | 135.10 |
| 1297.0 | |  |  |  |  |

smoothness\_mean compactness\_mean concavity\_mean concave points\_mean \

|  |  |  |  |  |
| --- | --- | --- | --- | --- |
| 0 | 0.11840 | 0.27760 | 0.3001 | |
| 0.14710 |  |  |  | |
| 1 | 0.08474 | 0.07864 | 0.0869 | |
| 0.07017 |  |  |  | |
| 2 | 0.10960 | 0.15990 | 0.1974 | |
| 0.12790 |  |  |  | |
| 3 | 0.14250 | 0.28390 | 0.2414 | |
| 0.10520 |  |  |  | |
| 4 | 0.10030 | 0.13280 | 0.1980 | |
| 0.10430 |  |  |  | |
| ... texture\_worst perimeter\_worst area\_worst smoothness\_worst \ | | | | |
| 0 ... | 17.33 | 184.60 | 2019.0 | 0.1622 |
| 1 ... | 23.41 | 158.80 | 1956.0 | 0.1238 |
| 2 ... | 25.53 | 152.50 | 1709.0 | 0.1444 |
| 3 ... | 26.50 | 98.87 | 567.7 | 0.2098 |

4 ... 16.67 152.20 1575.0 0.1374

compactness\_worst concavity\_worst concave points\_worst symmetry\_worst \

|  |  |  |  |
| --- | --- | --- | --- |
| 0 | 0.6656 | 0.7119 | 0.2654 |
| 0.4601 |  |  |  |
| 1 | 0.1866 | 0.2416 | 0.1860 |
| 0.2750 |  |  |  |
| 2 | 0.4245 | 0.4504 | 0.2430 |
| 0.3613 |  |  |  |
| 3 | 0.8663 | 0.6869 | 0.2575 |
| 0.6638 |  |  |  |
| 4 | 0.2050 | 0.4000 | 0.1625 |
| 0.2364 |  |  |  |

fractal\_dimension\_worst Unnamed: 32

0 0.11890 NaN

1 0.08902 NaN

2 0.08758 NaN

3 0.17300 NaN

4 0.07678 NaN

[5 rows x 33 columns] data.describe()

id radius\_mean texture\_mean perimeter\_mean

|  |  |  |  |  |
| --- | --- | --- | --- | --- |
| area\_mean | \ | | | |
| count 5.690000e+02 | | 569.000000 | 569.000000 | 569.000000 |
| 569.000000 | |  |  |  |
| mean 3.037183e+07 | | 14.127292 | 19.289649 | 91.969033 |
| 654.889104 | |  |  |  |
| std 1.250206e+08 | | 3.524049 | 4.301036 | 24.298981 |

351.914129

min 8.670000e+03 6.981000 9.710000 43.790000

143.500000

25% 8.692180e+05 11.700000 16.170000 75.170000

420.300000

50% 9.060240e+05 13.370000 18.840000 86.240000

551.100000

75% 8.813129e+06 15.780000 21.800000 104.100000

782.700000

max 9.113205e+08 28.110000 39.280000 188.500000

2501.000000

smoothness\_mean compactness\_mean concavity\_mean concave points\_mean \

count 569.000000 569.000000 569.000000

569.000000

|  |  |  |
| --- | --- | --- |
| mean 0.096360 0.104341  0.048919  std 0.014064 0.052813 | 0.088799  0.079720 |  |
| 0.038803  min 0.052630 0.019380 | 0.000000 |
| 0.000000 |  |
| 25% 0.086370 0.064920 | 0.029560 |
| 0.020310 |  |
| 50% 0.095870 0.092630 | 0.061540 |
| 0.033500 |  |
| 75% 0.105300 0.130400 | 0.130700 |
| 0.074000  max 0.163400 0.345400 | 0.426800 |
| 0.201200 |  |
| symmetry\_mean ... texture\_worst | perimeter\_worst | area\_worst |
| \  count 569.000000 ... 569.000000 | 569.000000 | 569.000000 |
| mean 0.181162 ... 25.677223 | 107.261213 | 880.583128 |
| std 0.027414 ... 6.146258 | 33.602542 | 569.356993 |
| min 0.106000 ... 12.020000 | 50.410000 | 185.200000 |
| 25% 0.161900 ... 21.080000 | 84.110000 | 515.300000 |
| 50% 0.179200 ... 25.410000 | 97.660000 | 686.500000 |
| 75% 0.195700 ... 29.720000 | 125.400000 | 1084.000000 |
| max 0.304000 ... 49.540000 | 251.200000 | 4254.000000 |

|  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- |
|  | smoothness\_worst | compactness\_worst | | concavity\_worst | \ |
| count | 569.000000 | 569.000000 | | 569.000000 |  |
| mean | 0.132369 | 0.254265 | | 0.272188 |  |
| std | 0.022832 | 0.157336 | | 0.208624 |  |
| min | 0.071170 | 0.027290 | | 0.000000 |  |
| 25% | 0.116600 | 0.147200 | | 0.114500 |  |
| 50% | 0.131300 | 0.211900 | | 0.226700 |  |
| 75% | 0.146000 | 0.339100 | | 0.382900 |  |
| max | 0.222600 | 1.058000 | | 1.252000 |  |
| concave points\_worst symmetry\_worst fractal\_dimension\_worst \ | | | | | |
| count | 569.000000 | | 569.000000 | 569.000000 | |
| mean | 0.114606 | | 0.290076 | 0.083946 | |

|  |  |  |  |  |
| --- | --- | --- | --- | --- |
| std |  | 0.065732 | 0.061867 | 0.018061 |
| min |  | 0.000000 | 0.156500 | 0.055040 |
| 25% |  | 0.064930 | 0.250400 | 0.071460 |
| 50% |  | 0.099930 | 0.282200 | 0.080040 |
| 75% |  | 0.161400 | 0.317900 | 0.092080 |
| max |  | 0.291000 | 0.663800 | 0.207500 |
| count | Unnamed: 32  0.0 |  | | |
| mean std min 25% | NaN NaN NaN NaN |
| 50% | NaN |
| 75%  max | NaN NaN |

[8 rows x 32 columns] data.info()

<class 'pandas.core.frame.DataFrame'> RangeIndex: 569 entries, 0 to 568 Data columns (total 33 columns):

# Column Non-Null Count Dtype

|  |  |  |  |  |
| --- | --- | --- | --- | --- |
| 0 id | 569 | non-null |  | int64 |
| 1 diagnosis | 569 | non-null |  | object |
| 2 radius\_mean | 569 | non-null |  | float64 |
| 3 texture\_mean | 569 | non-null |  | float64 |
| 4 perimeter\_mean | 569 | non-null |  | float64 |
| 5 area\_mean | 569 | non-null |  | float64 |
| 6 smoothness\_mean | 569 | non-null |  | float64 |
| 7 compactness\_mean | 569 | non-null |  | float64 |
| 8 concavity\_mean | 569 | non-null |  | float64 |
| 9 concave points\_mean | 569 | non-null |  | float64 |
| 10 symmetry\_mean | 569 | non-null |  | float64 |
| 11 fractal\_dimension\_mean | 569 | non-null |  | float64 |
| 12 radius\_se | 569 | non-null |  | float64 |
| 13 texture\_se | 569 | non-null |  | float64 |
| 14 perimeter\_se | 569 | non-null |  | float64 |
| 15 area\_se | 569 | non-null |  | float64 |
| 16 smoothness\_se | 569 | non-null |  | float64 |

|  |  |  |  |
| --- | --- | --- | --- |
| 17 compactness\_se | 569 | non-null | float64 |
| 18 concavity\_se | 569 | non-null | float64 |
| 19 concave points\_se | 569 | non-null | float64 |
| 20 symmetry\_se | 569 | non-null | float64 |
| 21 fractal\_dimension\_se | 569 | non-null | float64 |
| 22 radius\_worst | 569 | non-null | float64 |
| 23 texture\_worst | 569 | non-null | float64 |
| 24 perimeter\_worst | 569 | non-null | float64 |
| 25 area\_worst | 569 | non-null | float64 |
| 26 smoothness\_worst | 569 | non-null | float64 |
| 27 compactness\_worst | 569 | non-null | float64 |
| 28 concavity\_worst | 569 | non-null | float64 |
| 29 concave points\_worst | 569 | non-null | float64 |
| 30 symmetry\_worst | 569 | non-null | float64 |
| 31 fractal\_dimension\_worst | 569 | non-null | float64 |

32 Unnamed: 32 0 non-null float64 dtypes: float64(31), int64(1), object(1)

memory usage: 146.8+ KB

*#Dropping id column as it is not useful while diagnosing whether the patient has cancer or no*

data = data.drop(["id"], axis = 1)

*#Dropping Unnamed:32 column as it is not useful while diagnosing whether the patient has cancer or no*

data = data.drop(["Unnamed: 32"], axis = 1)

*#Dataset after dropping the columns*

data.head()

|  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- |
| diagnosis | radius\_mean | texture\_mean | perimeter\_mean | area\_mean | \ |
| 0 M | 17.99 | 10.38 | 122.80 | 1001.0 |  |
| 1 M | 20.57 | 17.77 | 132.90 | 1326.0 |  |
| 2 M | 19.69 | 21.25 | 130.00 | 1203.0 |  |
| 3 M | 11.42 | 20.38 | 77.58 | 386.1 |  |
| 4 M | 20.29 | 14.34 | 135.10 | 1297.0 |  |

smoothness\_mean compactness\_mean concavity\_mean concave points\_mean \

|  |  |  |  |
| --- | --- | --- | --- |
| 0 | 0.11840 | 0.27760 | 0.3001 |
| 0.14710 |  |  |  |
| 1 | 0.08474 | 0.07864 | 0.0869 |
| 0.07017 |  |  |  |
| 2 | 0.10960 | 0.15990 | 0.1974 |
| 0.12790 |  |  |  |
| 3 | 0.14250 | 0.28390 | 0.2414 |
| 0.10520 |  |  |  |
| 4 | 0.10030 | 0.13280 | 0.1980 |
| 0.10430 |  |  |  |

symmetry\_mean ... radius\_worst texture\_worst perimeter\_worst \

|  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- |
| 0 | 0.2419 ... 25.38 | | | | 17.33 | 184.60 | |
| 1 | 0.1812 ... 24.99 | | | | 23.41 | 158.80 | |
| 2 | 0.2069 ... 23.57 | | | | 25.53 | 152.50 | |
| 3 | 0.2597 ... 14.91 | | | | 26.50 | 98.87 | |
| 4 | 0.1809 ... 22.54 | | | | 16.67 | 152.20 | |
|  | area\_worst | smoothness\_worst | | compactness\_worst | | concavity\_worst | \ |
| 0 | 2019.0 | 0.1622 | | 0.6656 | | 0.7119 |  |
| 1 | 1956.0 | 0.1238 | | 0.1866 | | 0.2416 |  |
| 2 | 1709.0 | 0.1444 | | 0.4245 | | 0.4504 |  |
| 3 | 567.7 | 0.2098 | | 0.8663 | | 0.6869 |  |
| 4 | 1575.0 | 0.1374 | | 0.2050 | | 0.4000 |  |
|  | concave points\_worst | | symmetry\_worst | | fractal\_dimension\_worst | | |
| 0 | 0.2654 | | 0.4601 | | 0.11890 | | |
| 1 | 0.1860 | | 0.2750 | | 0.08902 | | |
| 2 | 0.2430 | | 0.3613 | | 0.08758 | | |
| 3 | 0.2575 | | 0.6638 | | 0.17300 | | |
| 4 | 0.1625 | | 0.2364 | | 0.07678 | | |

[5 rows x 31 columns]

*#Checking outlires through boxplot* plt.boxplot(data['radius\_mean']) plt.show()

![](data:image/png;base64,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)

*#Checking Outlier by definition and treating outliers #getting median Age*

Age\_col\_df = pd.DataFrame(data['radius\_mean'])

Age\_median = Age\_col\_df.median()

*#getting IQR of Age column*

Q3 = Age\_col\_df.quantile(q=0.75) Q1 = Age\_col\_df.quantile(q=0.25)

IQR = Q3-Q1

*#Deriving boundaries of Outliers* IQR\_LL = int(Q1 - 1.5\*IQR) IQR\_UL = int(Q3 + 1.5\*IQR)

*#Finding and treating outliers - both lower and upper end* data.loc[data['radius\_mean']>IQR\_UL , 'radius\_mean'] = int(Age\_col\_df.quantile(q=0.90)) data.loc[data['radius\_mean']<IQR\_LL , 'radius\_mean'] = int(Age\_col\_df.quantile(q=0.01))

*#Check max age value now* max(data['radius\_mean']) plt.boxplot(data['radius\_mean']) plt.show()
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*#Checking outlires through boxplot* plt.boxplot(data['texture\_mean']) plt.show()
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*#Checking Outlier by definition and treating outliers*

*#getting median Age*

Age\_col\_df = pd.DataFrame(data['texture\_mean']) Age\_median = Age\_col\_df.median()

*#getting IQR of Age column*

Q3 = Age\_col\_df.quantile(q=0.75) Q1 = Age\_col\_df.quantile(q=0.25)

IQR = Q3-Q1

*#Deriving boundaries of Outliers* IQR\_LL = int(Q1 - 1.5\*IQR) IQR\_UL = int(Q3 + 1.5\*IQR)

*#Finding and treating outliers - both lower and upper end* data.loc[data['texture\_mean']>IQR\_UL , 'texture\_mean'] = int(Age\_col\_df.quantile(q=0.90)) data.loc[data['texture\_mean']<IQR\_LL , 'texture\_mean'] = int(Age\_col\_df.quantile(q=0.01))

*#Check max age value now* max(data['texture\_mean']) plt.boxplot(data['texture\_mean']) plt.show()
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*#Checking outlires through boxplot* plt.boxplot(data['perimeter\_mean']) plt.show()
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*#Checking Outlier by definition and treating outliers #getting median Age*

Age\_col\_df = pd.DataFrame(data['perimeter\_mean']) Age\_median = Age\_col\_df.median()

*#getting IQR of Age column*

Q3 = Age\_col\_df.quantile(q=0.75) Q1 = Age\_col\_df.quantile(q=0.25)

IQR = Q3-Q1

*#Deriving boundaries of Outliers* IQR\_LL = int(Q1 - 1.5\*IQR) IQR\_UL = int(Q3 + 1.5\*IQR)

*#Finding and treating outliers - both lower and upper end* data.loc[data['perimeter\_mean']>IQR\_UL , 'perimeter\_mean'] = int(Age\_col\_df.quantile(q=0.90)) data.loc[data['perimeter\_mean']<IQR\_LL , 'perimeter\_mean'] = int(Age\_col\_df.quantile(q=0.01))

*#Check max age value now* max(data['perimeter\_mean']) plt.boxplot(data['perimeter\_mean']) plt.show()
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*#Checking outlires through boxplot* plt.boxplot(data['area\_mean']) plt.show()
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*#getting median Age*

Age\_col\_df = pd.DataFrame(data['area\_mean']) Age\_median = Age\_col\_df.median()

*#getting IQR of Age column*

Q3 = Age\_col\_df.quantile(q=0.75) Q1 = Age\_col\_df.quantile(q=0.25)

IQR = Q3-Q1

*#Deriving boundaries of Outliers* IQR\_LL = int(Q1 - 1.5\*IQR) IQR\_UL = int(Q3 + 1.5\*IQR)

*#Finding and treating outliers - both lower and upper end* data.loc[data['area\_mean']>IQR\_UL , 'area\_mean'] = int(Age\_col\_df.quantile(q=0.90)) data.loc[data['area\_mean']<IQR\_LL , 'area\_mean'] = int(Age\_col\_df.quantile(q=0.01))

*#Check max age value now* max(data['area\_mean']) plt.boxplot(data['area\_mean']) plt.show()
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Y = data['diagnosis']

**from** sklearn.naive\_bayes **import** GaussianNB

**from** sklearn.model\_selection **import** cross\_val\_score **from** sklearn.model\_selection **import** train\_test\_split **from** sklearn **import** metrics

x\_train, x\_test, y\_train, y\_test = train\_test\_split(X, Y, test\_size = 0.3)

clf = GaussianNB()

clf = clf.fit(x\_train, y\_train) y\_pred = clf.predict(x\_test)

print("Accuracy:", metrics.accuracy\_score(y\_test, y\_pred))*#Testing accuracy*

Accuracy: 0.8771929824561403

Conclusion:- In conclusion, this assignment demonstrates the importance of Naïve Bayes in classification. By understanding the theory behind Naïve Bayes and how to apply it to a dataset, we can make accurate predictions and gain insights from the data.